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Abstract. The limited capacity of media storage and the increased number and size
of data every day could decrease the productivity level. These problems can be solved
by compression methods that have been commonly used. Compression makes data stor-
age more efficient and shortens the time of data exchange. The compression algorithm
used in this study is Brotli. The algorithm was implemented in the Moodle-based UM-
N e-learning server as a Moodle plugin. The compression application was developed by
using Java programming language, and the Moodle plugin was developed by using PHP
programming language. The test results on 33 files with various compression sizes gave
an average compression ratio of 0.77 and the average compression factor of 1.707, with
the average compression saving percentage of 22.94%. Comparative tests with the Google
Brotli apps show an average of 97.71%. The compression test was done by compressing
data using the created application and decompressing data using Google’s application.
The compression test shows that each file was successfully decompressed using an ap-
plication from Google. These results indicate that the Brotli compression algorithm has
been successfully implemented in this study.
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1. Introduction. Nowadays, people activities are always related to data and informa-
tion. Data stored in storage media grow in size every single day, which cause a problem
for the storing and managing of the data [1]. This problem can be solved by a compres-
sion method. The compression method is a technique to compress data by simplifying
the complexity of data to minimize the size of the data. Compression makes data more
efficient and shortens the data exchange time. Many advantages can be gained from the
process of compressing data, such as saving data storage, saving data exchange time, and
saving bandwidth on the data transmission process [2]. There are many algorithms that
can be used to do compressions, such as Huffman-Code [3], Lempel-Ziv-Welch (LZW) [4],
Lempel-Ziv-Markov chain Algorithm (LZMA) [5], Dynamic Markov Compression (DMC)
[6], and the recently released by Google, Brotli algorithm.

Moodle is a software package produced for Internet-based learning activities and web-
sites. Moodle is available online and can be used freely as an open-source product under
the GNU license. Every file in Moodle is stored according to the SHA1 hash of their
content. It means each file with particular contents is stored once, irrespective on how
many times it is included in different places, even if it is referred to by different names,
and each plugin may directly access only files in its context and areas [7].

The Brotli compression algorithm uses a combination of the LZ77 algorithm, the Huff-
man code, and the second modeling context, which has a better compression level than
the Deflate algorithm [8]. Using the Brotli algorithm is expected to produce a better
compression ratio than by just using the LZ77 compression.
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This study will implement the Brotli algorithm to compress data on Moodle-based
e-learning platform so that it can reduce the use of media storage in Moodle. Implemen-
tation will be made in the form of a plugin in Moodle platform since Moodle needs a
plugin to be able to access files in the Moodle directory, and each plugin can only access
its files. With this research, it is expected to produce a better compression ratio value
than previous studies. As the experimental results show us at the end of this paper, we
had successfully implemented the Brotli compression algorithm in the Moodle-based UMN
e-learning server. Any data uploaded to the plugin can be compressed and decompressed
correctly without any loss on the information.
In the next section, we will briefly discuss the concept of data compression before

explaining the LZ77 algorithm, Huffman algorithm, and Brotli algorithm in Section 3.
In Section 4, the Moodle platform being studied here will be explained together with
some screenshots showing the results of the Moodle plugin that had been built. The
experimental results and analysis will be given in Section 5, and we finish the organization
of this paper by some concluding remarks in Section 6.

2. Data Compression. Data compression is the process of reducing the size of data by
changing a set of data into a set of codes that can save storage space requirements and the
time needed to transmit [9]. Data compression is the process of converting an input data
stream (source stream or original raw data) into other data stream (output, bitstream,
or compressed stream) which is smaller [10]. Data compression methods can be grouped
into two major groups, [11].
1) The lossless method or class of data compression algorithms that allows the original

data to be rearranged from the compressed data. Lossless data compression is used in
various applications, such as ZIP and GZIP formats.
2) The lossy method or the process of data compression and then decompressed where

the resulting data is not the same as the original data, but enough and can still be used as
needed. Lossy compression is generally used to compress multimedia data (audio, video,
and image), and especially used in applications, such as streaming media and Internet
telephony. The more compression had been done, the less quality that it gets due to the
loss of some data.
When testing the compression results, several indicators need to be considered in each

compression technique.

• Compression ratio [9] is the ratio between the size of the original data before it is
compressed to the size of the data that has been compressed. A smaller compression
ratio means a more satisfying compression result.

Compression ratio =
size after

size before
(1)

• The compression factor is the ratio between the size of the data after being com-
pressed to the size of the original data before being compressed. The greater the
value of the compression factor, the more satisfying the compression results.

Compression factor =
size before

size after
(2)

• The percentage of savings is the ratio percentage between the difference in the size
of the data from before it was compressed and after being compressed to the size of
the data before being compressed. The greater the percentage of savings, the more
satisfying the compression results.

pp =
size before − size after

size before
× 100% (3)
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3. The Algorithms. In this section, we explain some concepts of Brotli algorithm, s-
tarting with the LZ77 and Huffman algorithms as the two building blocks.

The LZ77 algorithm (LZ77) or Lempel Ziv 1977 is a lossless compression algorithm,
developed by Abraham Lempel and Jacob Ziv in 1977. LZ77 uses the sliding windows
compression method; the data structure is in the form of windows which will be divided
into two parts, consisting of the text encoded (search buffer) and other parts that will
be encoded (look-ahead buffer). Search buffers will have thousands of bytes, and the
look-ahead buffer has tens of bytes in length [9].

The principle of this algorithm is to use the characters that have been encoded before as
a dictionary. This input is similar to a window that can be shifted from left to right. This
window is a dynamic dictionary that searches for input symbols with a specific pattern.
When this window moves from left to right, the contents of the dictionary and the input
characters that the pattern looks for will be changed [9].

Several steps must be carried out in LZ77 compression. The following are the steps in
LZ77 [12].

1) Determine the size of the search buffer and look-ahead buffer.
2) Fill in the character sequence input into the available space in the look-ahead buffer.
3) If the search buffer is empty or there are no similar character patterns in the look-

ahead buffer, then remove the token with an offset format of 0, the length match value is
0, and the mismatched character is followed at the beginning of the look-ahead buffer.

4) If a pattern is found, then remove the token with the offset format which is the
distance from the search buffer found in the pattern, the length match value is the length
of the pattern found the same, and the mismatched character is filled with one character
outside of the pattern found.

5) Then, cut the character that has been converted into the token from the look-ahead
buffer and load it into the search buffer, which indicates that the character has been
processed in compression.

6) Fill in the look-ahead buffer until the full row of the remaining entries and do the
process of matching the character pattern to find the End of File (EOF).

7) If EOF has been found and the look-ahead buffer has no characters left, it will get
the LZ77 compression token.

The Huffman algorithm is made by a Massachusetts Institute of Technology (MIT) stu-
dent named David Huffman and is the longest and most well-known compression method
in text compression domain. The Huffman algorithm uses a coding principle that is sim-
ilar to Morse code, with each character encoded only with a series of several bits, where
characters that often appear are encoded using a series of short bits and characters that
rarely appear are encoded with a longer bit series [13]. The essence of the Huffman algo-
rithm is to use recursive priority queues [14] so that it forms a tree with time complexity
of O (n log n). The steps to create a Huffman tree are as follows.

1) Sort the characters from the smallest frequency into a table.
2) Select the top two characters, made into leaf nodes from the tree. Include the char-

acter content and frequency in the node.
3) Create a new node with the parent node position of the two leaf nodes. The frequency

is obtained from the sum of the frequency of the two child nodes.
4) Eliminate the letters that have been used from the table.
5) Enter the new node into the table.
6) Repeat the process from step number two until the table is finished.
Brotli is a lossless data compression algorithm that uses a combination of the LZ77

algorithm, the Huffman algorithm, and the second modeling context to compress data.
The compression speed is similar to the Deflate algorithm but has a better compression
rate [8]. The second modeling context used by Brotli is a feature that allows multiple
Huffman trees to store the alphabet on the same block [15].
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A compressed data consists of a header and a meta-blocks sequence. Each meta-block
decompresses from 0 to 16,777,216 (16 MiB) uncompressed bytes. The header has the
size of the sliding window used during the compression process. This size is needed by
the system so that it can decompress the compressed files. The size of the sliding window
is obtained from entering the level given to the system. Each meta-block is compressed
using a combination of LZ77 and Huffman coding algorithms. Huffman coding is used as
a prefix code. The prefix codes for each meta-block are independent of the meta-blocks
before and after. In the Brotli compression format, a reference can be used or fixed to a
fixed dictionary (static dictionary entry) [16,17].
The compressed data consists of command lines. Each command consists of two parts, a

sequence of bit literals (a string that is not detected as a duplicate in the sliding window)
and a pointer to a duplicate string, which is represented as a pair <length, backward
distance> [16]. The Brotli algorithm has three types of compression modes, namely
BROTLI GENERIC (default), BROTLI TEXT (for UTF-8 format), and BROTLI FONT
(for WOFF 2.0) [15].

4. The Moodle Platform and Results. Moodle is a software package produced for
Internet-based learning activities and websites. Moodle is available online and can be
used freely as an open-source product under the GNU license [18]. Moodle itself stand-
s for Modular Object-Oriented Dynamic Learning Environment, which means a place
for dynamic learning using object-oriented models. In its provision, Moodle provides a
complete software package that is ready for use [19].
Every file in Moodle is stored according to the SHA1 hash of their content. It means

each file with particular contents is stored once, irrespective of how many times it is
included in different places, even if it is referred to by different names and each plugin
may directly access only files in its context and areas [7].
The Brotli compression algorithm will be implemented by using the Java programming

language, and the Moodle plugin will be created by using the PHP programming language.
Figure 1 shows the model of the application that was built.

Figure 1. Application model

The application in Moodle is made in the form of a plugin. The plugin application is
designed to be able to do the compression and decompression of each uploaded file. The
Brotli compression application will be designed using UTF-8 mode. Each file uploaded
into the Moodle plugin will be sent to the Brotli compression system, and the compression
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process will be carried out. The results of the compression process will be saved into
Moodle’s data folder. When the file wants to be accessed again, the plugin will call Brotli
to be decompressed and send it back to the plugin.

The plugin application will accept the user uploaded files and do the compression
before it is transferred to the Moodle system file. If the upload has finished, the plugin
will display a message that the file was uploaded successfully. From there the user can
move the page to see a list of files that have been uploaded and the user can download the
file. On the download page, the file will be decompressed before displaying the download
link on the page. Figures 2 to 4 show several views of the application.

Figure 2. Course n web page

Figure 3. Plugin page

Figure 3 shows the page for downloading files. Every file in the plugin will be displayed
on this page. There are two navigation buttons, first is the Manage Files button that
functions to move to the file upload page and the View Files button to move to this page.
Figure 4 shows the page for uploading files. Moodle form is used to upload the files.

5. Discussion. Application testing phase was divided into two parts; i.e., testing the
implementation of the algorithms and compression testing by comparing with Google’s
Brotli. Application testing is done to find out whether the implementation was successful
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Figure 4. Plugin upload page

Table 1. Compression experiment 1

No. File C. Ratio C. Factor Percentage saving Level
1

file1.doc

0.956 1.046 4.44% 1
2 0.955 1.047 4.46% 2
3 0.956 1.046 4.43% 3
4 0.953 1.049 4.67% 4
5

file2.doc

0.25 4.004 75.03% 1
6 0.249 4.023 75.15% 2
7 0.247 4.041 75.25% 3
8 0.238 4.203 76.21% 4
9

file3.doc

0.956 1.045 4.35% 1
10 0.956 1.046 4.38% 2
11 0.956 1.046 4.36% 3
12 0.951 1.052 4.91% 4

in the Moodle platform. In the compression experiment by using three files with a .doc
extension, we obtained the following results as shown in Table 1.
In the experiment by comparing the results of compression in this study with Google’s

Brotli, we obtained the following results, as shown in Table 2.
From the results of 33 sample files, the average compression ratio is 0.77, with 1.00 as

the largest ratio and 0.152 as the smallest ratio. The average compression factor obtained
is 1.707, with 6.581 as the biggest compression factor and 1.00 as the smallest compression
factor. The average saving percentage obtained was 22.94%, with 84.81% as the biggest
savings percentage and 0% as the smallest percentage savings. From the experimental
results, several files get a relatively small ratio of compression ratio, compression factor,
and saving percentage. It could happen to files with PNG and GIF extensions because
the file types have a lossless compression system with the LZW algorithm, so many bits
are passed during the compression process. The second testing was done by comparing
the compressed file results from the plugin and the compressed file results that belong
to Google’s Brotli. The average similarity is 97.71%, with the greatest similarity being
99.99% in files with PNG extension, and the smallest similarity being 61.83% in files with
XLS extension.
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Table 2. Compression experiment 2

No. File Brotli (kb) Brotli Google (kb) Level Similarity
1

file1.doc

3,167.89 3,188.746 1 99.80%
2 3,170.054 3,174.101 2 99.87%
3 3,169.084 3,169.51 3 99.98%
4 3,157.455 3,141.525 4 99.94%
5

file2.doc

21.076 21.092 1 93.58%
6 21.075 21.096 2 97.46%
7 21.073 21.02 3 98.14%
8 20.952 20.97 4 99.40%
9

file3.doc

2,036.575 2,036.692 1 98.96%
10 2,035.816 2,036.152 2 99.80%
11 2,035.819 2,036.047 3 99.90%
12 2,034.26 2,034.227 4 99.76%

6. Conclusions. The implementation of Brotli compression algorithm on Moodle-based
e-learning was successful. Any data uploaded to the plugin can be compressed and de-
compressed correctly without any loss on the information. The use of the plugin is also
compatible with Google Brotli app. In the compression test, the average compression
ratio is 0.77, the average value of the compression factor is 1.707, and the average value
of the percentage of savings is 22.94%. PNG and GIF extension files also give relatively
small test values. It is due to the many bit literals that cannot be read. The average
similarity between the built plugin and the Google Brotli app is 97.71%. Differences oc-
curred due to the implementation of the algorithm in Java programming language, which
is different from the original implementation in the C programming language. As for the
future research, the implementation of other general purposes compressors, such as Zstd,
LZ4, Sprintz [20], and Deflate [21] can be implemented in the Moodle-based e-learning to
get the comparison results with the Google’s Brotli compression technique.
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